Ex 16: Hashing

OPEN ADDRESING:

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

int l1, l2, i;

for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

if(a[l1] <= a[l2])

b[i] = a[l1++];

else

b[i] = a[l2++];

}

while(l1 <= mid)

b[i++] = a[l1++];

while(l2 <= high)

b[i++] = a[l2++];

for(i = low; i <= high; i++)

a[i] = b[i];

}

void sort(int low, int high) {

int mid;

if(low < high) {

mid = (low + high) / 2;

sort(low, mid);

sort(mid+1, high);

merging(low, mid, high);

} else {

return;

}

}

int main() {

int i;

printf("List before sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

sort(0, max);

printf("\nList after sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

}
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CLOSED ADDRESING:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

int key;

int value;

struct Node\* next;

} Node;

typedef struct HashTable {

int size;

Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->key = key;

newNode->value = value;

newNode->next = NULL;

return newNode;

}

HashTable\* createTable(int size) {

HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

newTable->size = size;

newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

for (int i = 0; i < size; i++) {

newTable->table[i] = NULL;

}

return newTable;

}

int hashFunction(int key, int size) {

return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* newNode = createNode(key, value);

newNode->next = hashTable->table[hashIndex];

hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

while (current != NULL) {

if (current->key == key) {

return current->value;

}

current = current->next;

}

return -1;

}

void delete(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

Node\* prev = NULL;

while (current != NULL && current->key != key) {

prev = current;

current = current->next;

}

if (current == NULL) {

return;

}

if (prev == NULL) {

hashTable->table[hashIndex] = current->next;

} else {

prev->next = current->next;

}

free(current);

}

void freeTable(HashTable\* hashTable) {

for (int i = 0; i < hashTable->size; i++) {

Node\* current = hashTable->table[i];

while (current != NULL) {

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(hashTable->table);

free(hashTable);

}

int main() {

HashTable\* hashTable = createTable(10);

insert(hashTable, 1, 10);

insert(hashTable, 2, 20);

insert(hashTable, 12, 30);

printf("Value for key 1: %d\n", search(hashTable, 1));

printf("Value for key 2: %d\n", search(hashTable, 2));

printf("Value for key 12: %d\n", search(hashTable, 12));

printf("Value for key 3: %d\n", search(hashTable, 3));

delete(hashTable, 2);

printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

freeTable(hashTable);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

REHASHING:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

int key;

int value;

struct Node\* next;

} Node;

typedef struct HashTable {

int size;

int count;

Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->key = key;

newNode->value = value;

newNode->next = NULL;

return newNode;

}

HashTable\* createTable(int size) {

HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

newTable->size = size;

newTable->count = 0;

newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

for (int i = 0; i < size; i++) {

newTable->table[i] = NULL;

}

return newTable;

}

int hashFunction(int key, int size) {

return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

int oldSize = hashTable->size;

Node\*\* oldTable = hashTable->table;

int newSize = oldSize \* 2;

hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

hashTable->size = newSize;

hashTable->count = 0;

for (int i = 0; i < newSize; i++) {

hashTable->table[i] = NULL;

}

for (int i = 0; i < oldSize; i++) {

Node\* current = oldTable[i];

while (current != NULL) {

insert(hashTable, current->key, current->value);

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

if ((float)hashTable->count / hashTable->size >= 0.75) {

rehash(hashTable);

}

int hashIndex = hashFunction(key, hashTable->size);

Node\* newNode = createNode(key, value);

newNode->next = hashTable->table[hashIndex];

hashTable->table[hashIndex] = newNode;

hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

while (current != NULL) {

if (current->key == key) {

return current->value;

}

current = current->next;

}

return -1;

}

void delete(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

Node\* prev = NULL;

while (current != NULL && current->key != key) {

prev = current;

current = current->next;

}

if (current == NULL) {

return;

}

if (prev == NULL) {

hashTable->table[hashIndex] = current->next;

} else {

prev->next = current->next;

}

free(current);

hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

for (int i = 0; i < hashTable->size; i++) {

Node\* current = hashTable->table[i];

while (current != NULL) {

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(hashTable->table);

free(hashTable);

}

int main() {

HashTable\* hashTable = createTable(5);

insert(hashTable, 1, 10);

insert(hashTable, 2, 20);

insert(hashTable, 3, 30);

insert(hashTable, 4, 40);

insert(hashTable, 5, 50);

insert(hashTable, 6, 60);

printf("Value for key 1: %d\n", search(hashTable, 1));

printf("Value for key 2: %d\n", search(hashTable, 2));

printf("Value for key 3: %d\n", search(hashTable, 3));

printf("Value for key 4: %d\n", search(hashTable, 4));

printf("Value for key 5: %d\n", search(hashTable, 5));

printf("Value for key 6: %d\n", search(hashTable, 6));

delete(hashTable, 3);

printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

freeTable(hashTable);

return 0;

}

OUTPUT:
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